**TypeScript parte I – Evoluindo seu JavaScript**

1. **Aula 1 – Porque usar TypeScript:**
   1. A primeira coisa quando vamos codar em typescript é fazer a preparação do ambiente, ou seja, instalar node.js e depois dar um npm install no terminal dentro da pasta do projeto para instalar as dependências do server para rodar nossa aplicação.
      1. Npm run server: Starta o server quando rodar o comando no terminal dentro da pasta do projeto.
      2. No meu caso estou usando a extensão live server do VScode pois não funcionou de jeito nenhum.
   2. Negociação, modelagem e regras:
      1. #: variável privada, não se altera.
      2. Criamos uma classe de negociação para nossa aplicação onde possui as variáveis de data, quantidade e valor privadas com um # antes delas e um construtor que atribui esses valores ao ser criado.
      3. Teoricamente não poderíamos conseguir alterar os valores dessas variáveis diretamente, então fizemos o teste com uma atribuição direta fora do construtor.
      4. Ao fazer um console.log do antes e depois dessa atribuição direta, notamos que ao invés de alterar o valor da variável privada, ele criou uma nova variável com o valor novo atribuído:

// Módulo da negociação

export class Negociacao {

  #data;

  #quantidade;

  #valor;

  constructor(data, quantidade, valor) {

    this.#data = data;

    this.#quantidade = quantidade;

    this.#valor = valor;

  }

}

// Módulo do APP

import { Negociacao } from "./models/negociacao.js";

const negociacao = new Negociacao(new Date(), 10, 100);

console.log(negociacao)

negociacao.quantidade = 1000

console.log(negociacao)
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* + 1. O módulo do app é o que está vinculado a nossa aplicação web.
  1. Finalização do modelo:
     1. Lembrando que se quiser visualizar uma variável privada, não conseguimos mesmo que tentemos colocar o # antes dela num console.log:

console.log(negociacao.#data)

![](data:image/png;base64,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)

* + 1. Se tentarmos visualizar sem o # ele dá como Undefined.
    2. Portanto precisamos criar getters para essas propriedades para que possamos visualizar elas, embora ainda não poderemos fazer alterações diretamente utilizando elas, pois são getters e não setters.
  1. Motivação do TypeScript:
     1. Quando utilizamos JS só vamos descobrir que cometemos um erro no código em run time, ou seja, em tempo de execução dele, seja já na produção ou então no ambiente de testes, tendo que fazer o código voltar para revisar o que deu errado.
     2. O TS trás tudo o que o JS possuí e ainda muito mais, fazendo com que esse tipo de erro não aconteça. O tipo de coding é igual, mas com muito mais ferramentas pois ela é um super do ECMA desenvolvido pela Microsoft. Uma das funcionalidades incríveis é que conseguimos identificar e pegar esses erros em tempo de desenvolvimento, adiantando muito caso algo dê errado.
  2. O que aprendemos:
     1. Introdução ao projeto e sua estrutura;
     2. Um pouco sobre módulos do ECMASCRIPT;
     3. Modelagem de uma Negociação em Javascript;
     4. Buracos em nossa modelagem por limitações da linguagem Javascript.

1. **Aula 2 – TypeScript e Compilador:**
   1. Instalando o TypeScript:
      1. npm install typescript --save-dev: Instalação da versão mais recente do TS via terminal no VScode.
      2. npm install typescript@n.n.n --save-dev: Instalação de uma versão específica do TS via terminal no VScode. Substituir ‘n’ pelos números da versão que quiser.
   2. Arquivos TS:
      1. A extensão de arquivos com código em TS é justamente essa: .ts.
      2. Simplesmente ao alterar a extensão do arquivo, antes mesmo de instalar o compilador e fazer a configuração do TS, ele já começa a nos mostrar os erros do nosso código e, ao colocar o mouse em cima do erro, ele exibe o motivo de estar errado.
      3. Se tentarmos carregar esse arquivo no navegador ele não irá reconhecer, pois o navegador nem sabe o que é o TS.
      4. Por causa disso temos o compilador e uma outra pasta chamada app. Na pasta chamada app nós deixamos tudo da nossa aplicação que será escrito em TS e, na pasta dist, onde estavam nossos arquivos que antes eram JS, ficará tudo o que o navegador consegue ler.
      5. O compilador serve justamente para converter tudo o que vamos escrever em TS para JS e jogar automaticamente nas pastas correspondentes dentro da pasta dist.
   3. **SOLUÇÃO PARA O PROBLEMA DE NÃO RODAR O COMPILADOR E NEM O SERVER!!!!!**
      1. Não estava nada funcionando, nem o compilador nem o server, não permitindo com que eu desse continuação no curso.
      2. O que eu fiz para que funcionasse foi deletar a pasta de node\_modules e o arquivo package-lock.json de dentro da pasta do projeto e baixar a versão mais atualizada do nodejs via chocolatey diretamente na máquina.
      3. Ele provavelmente será instalado na pasta C:\Users\nomeDoUsuário\AppData\Roaming\, onde você encontrará a seguir diversas pastas, dentre elas a do npm.
      4. Ao entrar no npm\node\_modules, você deverá encontrar 2 pastas ‘npm’ e ‘lite-server’, se a segunda não estiver, provavelmente deu erro durante a instalação do gerador/conector com o servidor, para corrigir basta pesquisar por lite-server no google, mas, se bem me lembro, você pode instalar ele globalmente a partir do npm install --global lite-server, ou dentro do próprio projeto a partir do npm install lite-server –save-dev. Na segunda opção deverá colocar “scripts”: {“dev”: “lite-server”} dentro do package.json e rodar um npm run dev no console na pasta do projeto para que inicie o server. Se o index.html que exibirá sua aplicação não estiver na raiz do projeto, coloque o parâmetro –baseDir=caminho\da\pasta\do\index\. Lembrando que tudo o que foi dito dentro da segunda opção é para ser feito na pasta do projeto.
      5. Ao instalar globalmente a pasta do lite-server deverá aparecer e, a partir desse ponto, iniciar o server normalmente no seu projeto.
      6. Para começarmos com o TS primeiro precisamos instalar ele e, para isso, vamos seguir para a pasta no caminho C:\Users\nomeDoUsuário\AppData\Roaming\npm\node\_modules\npm e nessa pasta instalar o typescript na versão que desejar a partir do npm install [typescript@4.2.2](mailto:typescript@4.2.2) (essa versão foi a que usei para o curso, mas sugere utilizar a mais recente. Nesse caso não precisa do @ e nem nada depois dele). Ao rodar esse comando nessa pasta, toda a instalação será feita adequadamente.
      7. Porém, o compilador (tsc (typescript compiler)) provavelmente ainda não funcionará. Para que ele passe a ser reconhecido como um comando precisamos colocar a pasta em que ele se encontra na nossa variável PATH no PowerShell ou CMD. Em ambos os casos para fazer isso precisamos ir lá na pasta onde os comandos do TS se encontram, geralmente sendo no C:\Users\nomeDoUsuario\AppData\Roaming\npm\node\_modules\npm\node\_modules\.bin, mas que para descobrir pode simplesmente usar o comando ls -Recurse \*tsc\* para listar todos os arquivos que possuem essas letras no nome. O que procuramos é uma tríade de tsc, tsc.cmd e tsc.ps1. Após encontrar e entrar na pasta em que esses arquivos estão, podemos usar o comando pwd para ver o caminho todo desde o disco e copiar esse caminho. Em seguida utilizaremos o comando setx PATH “%PATH%;C:\todo\o\camiho\descoberto\pelo\pwd”. Após sua execução aparecerá uma mensagem de êxito e então devemos reiniciar o PS e/ou CMD e também o VScode, ou seja lá a IDE que esteja utilizando, só então veremos o resultado.
         1. **[NOTA!!]:** **Não tenho certeza se no PS realmente precisa ou sequer funciona colocar o %PATH%; e depois todo o caminho para setar o novo caminho nele. Talvez seja necessário colocar o $env:Path ou então só $Path ou $PATH para que dê certo. Se estiver utilizando o CMD, NÃO ESQUEÇA DE COLOCAR DE MANEIRA NENHUMA OU PODE DAR MUITO ERRADO!!!! Para ter certeza que vai ficar tudo bem, faça um backup do path utilizando o echo %PATH% $Path ou $env:Path e guarde o arquivo em segurança para poder recuperar caso de errado. Qualquer dúvida consultar as anotações de CMD/PROMPT. No meu caso eu estava usando o PS e esqueci que precisava colocar o “%PATH%; caminho\novo” para adicionar ao path e não substituir ele todo, mas acabou que o PS identificou que eu queria adicionar e não substituir, então deu certo, mas não confie, faça certo.**
      8. A partir desse ponto tanto o compilador quanto o server init devem estar funcionando adequadamente no seu projeto e com as configurações de tsconfig.json que você fizer para ele.
   4. Configuração básica do compilador:
      1. Para configurar nosso compilador precisamos criar um arquivo chamado tsconfig.json e, dentro dele, colocar algumas pequenas opções como:

{

  "compilerOptions": {        // Define as opções de compilação

    "outDir": "dist/js",      // Diz qual é o diretório em que os arquivos compilados serão direcionados

    "target": "ES6"           // Diz que o alvo de conversão, ou seja, para qual tipo de JS ou ES ele deve converter nossos arquivos TS ao compilar, nesse caso dissemos que queremos o EcmaScript 6

  },

  "include": ["app/\*\*/\*"]     // Diz para o compilador que, ao compilar, é para incluir todos os arquivos que estiverem dentro da pasta app e suas subpastas na sua conversão

}

* + 1. Após configurar devemos ir até a pasta package.json do nosso projeto e colocar dentro do script um comando “compile”: “tsc” e dentro das “devDepencencies”: {“typescript”: “^4.2.2”}.
       1. Coloquei 4.2.2 pois foi a versão do TS que instalei, caso tenha outra, verifique a versão e coloque-a aqui.
  1. Aprimorando a configuração:
     1. Adicionamos uma configuração que não permite a compilação e geração dos arquivos JS se nosso script de TS estiver com erros:

    "noEmitOnError": true     // Não permite gerar arquivos JS enquanto tiver erros no nosso código

* 1. Automatizando a compilação de arquivos:
     1. Ficar finalizando nosso server, rodando a compilação e depois rodar o server novamente para ver o resultado é bem ruim, por isso colocamos uma nova função no nosso script no package.json chamada watch e que recebe tsc -w, ou seja, o compilador fica assistindo a qualquer mudança existente no nosso TS e, ao notar alguma diferença quando salvamos o arquivo, ele compila automaticamente gerando os novos arquivos js.

    "watch": "tsc -w"

* 1. O modificador private:
     1. O # é o método mais recente de definir que algo é privado no JS, contudo, não no TS. Para definir que uma propriedade é privada em TS precisamos colocar o \_propriedade em todas elas.
     2. Entretanto, ao tentar acessar de fora do construtor ainda será possível, mesmo que esteja com o \_. Para corrigir isso, colocamos o *private* antes da \_propriedade na hora de definir ela, assim, sempre que tentarmos alterar de fora do construtor, teremos um erro como estava sendo com a # anteriormente:

private \_data;

    private \_quantidade;

    private \_valor;

* + 1. Ao ver o JS notamos que todas as nossas propriedades privadas possuem somente o \_ antes delas, o que não garante segurança nenhuma para o nosso código e que as pessoas que acessarem a aplicação modifique essas propriedades diretamente.
    2. O que garantimos com esse método de privatização é que ninguém será capaz de alterar nossas variáveis diretamente em tempo de coding e compilação.
  1. O que aprendemos:
     1. Download do TypeScript;
     2. Configuração do compilador e papel do tsconfig.json;
     3. Integração com scripts do Node.js;
     4. Modificadores de acesso private e public;
     5. Benefícios iniciais da linguagem TypeScript.

1. **Aula 3 – Benefícios da Tipagem Estática:**
   1. O controller de negociação:
      1. Criamos uma classe que recebe das as variáveis da nossa aplicação e criamos um método para ela que sempre que adicionar ela irá imprimir o valor colocado. Isso é provisório, apenas para testar se está funcionando:

export class NegociacaoController {

  private inputData;

  private inputQuantidade;

  private inputValor;

  constructor() {

    this.inputData = document.querySelector('#data');

    this.inputQuantidade = document.querySelector('#quantidade');

    this.inputValor = document.querySelector('#valor');

  }

  adiciona() {

    console.log(this.inputData);

    console.log(this.inputQuantidade);

    console.log(this.inputValor);

  }

}

* + 1. O controller é o que fará o intermédio, é ele que irá mandar os dados para criar a instância de negociação quando clicar no botão incluir da nossa aplicação.
  1. Integração com o formulário:
     1. Importamos nosso arquivo de negociação-controller e pegamos com querySelector o formulário da nossa página.
     2. Criamos um addEventListener() para que sempre que for submetido o controller use o método adiciona, imprimindo o que foi escrito no console:

import { NegociacaoController } from "./controllers/negociacao-controller.js";

const controller = new NegociacaoController();

const form = document.querySelector('.form');

form.addEventListener('submit', event => {

  event.preventDefault();

  controller.adiciona();

});

* + 1. O event.preventDefault() faz com que a página não recarregue ao submeter o formulário.
  1. Surpresa ao instanciar uma negociação:
     1. Fizemos o código correto agora, ao invés de exibir o que o usuário colocou, instanciamos o nosso objeto:

adiciona() {

    const negociacao = new Negociacao(

      this.inputData.value,

      this.inputQuantidade.value,

      this.inputValor.value

    );

    console.log(negociacao)

  }

* + 1. Pegamos somente o valor de cada input, caso contrário seria exibido a tag inteira no console.log.
    2. Porém, mesmo que tenha dado certo quando executamos nossa aplicação web, ela também deu errado, isso porque todos os valores recebidos estão com formato de str e não de data e int/float como deveria.
    3. Apesar de termos esse erro o TS não mostrou pra gente na hora de compilar. Isso acontece porque, como o nome diz, TS é uma linguagem de tipagem estática e podemos dizer para ele qual é o tipo de cada propriedade que queremos.
    4. Ao fazer isso ele passará a nos mostrar que o tipo esperado em um construtor, por exemplo, é diferente do que ele receberá, dando um erro de compilação e nos permitindo concertar antes do run time.
  1. O tipo implícito any:
     1. Como estamos trabalhando com TS, não faz sentido deixar as propriedades com valor any, uma vez que não estaríamos utilizando o type do typescript.
     2. Considerando isso, podemos adicionar uma configuração no nosso tsconfig.json que impede que possamos deixar as propriedades como any, sempre tendo que definir qual é o tipo dela:

    "noImplicitAny": true     // Não permite que deixemos as nossas propriedades como any. Temos que sempre definir um tipo para elas.

* + 1. Para definir o tipo de uma propriedade, colocamos :tipo:

constructor(data: Date, quantidade: number, valor: number) {

        this.\_data = data;

        this.\_quantidade = quantidade;

        this.\_valor = valor;

    }

* + 1. O interessante é colocarmos também na definição da nossa propriedade, lá no início:

export class Negociacao {

    private \_data: Date;

    private \_quantidade: number;

    private \_valor: number;

* 1. Ajustando nosso controller:
     1. Podemos explicitar que queremos que o tipo da nossa propriedade seja any, seguindo o que foi mostrado acima.
     2. Entretanto não é muito bom fazer isso, pois como o TS trabalha com tipagem definida, é muito melhor e mais fácil de codar quando passamos um tipo definido para ele.
     3. Um exemplo disso é a ajuda do autocomplete, ao tentar utilizar o autocomplete em uma propriedade do tipo any, ele não mostra nada, pois o TS não sabe o que você quer com aquela propriedade.
     4. Em contra partida, após definir o tipo da nossa variável para data, por exemplo, o autocomplete irá exibir todos os métodos disponíveis que podemos utilizar com propriedades do tipo data. O mesmo para number e afins.
     5. Além desses tipos mais comuns, o TS também possuí tipos para elementos do DOM, como o HTMLInputElement, e podemos utilizar eles para tipar nossas propriedades.

export class NegociacaoController {

  private inputData: HTMLInputElement;

  private inputQuantidade: HTMLInputElement;

  private inputValor: HTMLInputElement

* + 1. Entretanto, ao fazer essa tipagem, nosso compilador exibirá um erro dizendo que o que estamos tentando receber é desses inputs são strings, mas que deveríamos estar recebendo datas ou números, que foi o que definimos no negociação.ts:

![](data:image/png;base64,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)

* + 1. Só para deixar claro:
       1. Código do negociacao.ts:

export class Negociacao {

    private \_data: Date;

    private \_quantidade: number;

    private \_valor: number;

    constructor(data: Date, quantidade: number, valor: number) {

        this.\_data = data;

        this.\_quantidade = quantidade;

        this.\_valor = valor;

    }

    get data() {

        return this.\_data;

    }

    get quantidade() {

        return this.\_quantidade;

    }

    get valor() {

        return this.\_valor;

    }

    get volume() {

        return this.\_quantidade \* this.\_valor;

    }

}

* + - 1. Código do negociacao-controller.ts:

import { Negociacao } from "../models/negociacao.js";

export class NegociacaoController {

  private inputData: HTMLInputElement;

  private inputQuantidade: HTMLInputElement;

  private inputValor: HTMLInputElement;

  constructor() {

    this.inputData = document.querySelector('#data');

    this.inputQuantidade = document.querySelector('#quantidade');

    this.inputValor = document.querySelector('#valor');

  }

  adiciona() {

    const negociacao = new Negociacao(

      this.inputData.value,

      this.inputQuantidade.value,

      this.inputValor.value

    );

    console.log(negociacao)

  }

}

* 1. Convertendo dados de entrada:
     1. Fazemos conversões utilizando o parseInt(this.inputHtml.value) para números inteiros e parseFloat(this.inputHtml.value) para números com ‘.’.
     2. No caso da data, nós recebemos o ‘–‘ separando ano, mês e dia do nosso input. Para fazer a separação por ‘,’ criamos uma regex e utilizamos o replace, substituindo tudo o que o regex encontrar por ‘,’:

const exp = /-/g;

    const date = new Date(this.inputData.value.replace(exp, ','));

* + 1. Precisamos fazer essa substituição porque para que um objeto do tipo date seja criado ele precisa receber uma string com as separações por ‘,’, tipo 11,11,2022 e, o que recebemos do input vem no formato 11-11-2022.
    2. Para facilitar fizemos todas as conversões e guardamos em variáveis, passando para o nosso construtor somente elas ao invés de todo aquele this.InputHtml.value:

  adiciona() {

    const exp = /-/g;

    const date = new Date(this.inputData.value.replace(exp, ','));

    const quantidade = parseInt(this.inputQuantidade.value);

    const valor = parseFloat(this.inputValor.value);

    const negociacao = new Negociacao(date, quantidade, valor);

    console.log(negociacao)

  }

* 1. Organizando melhor nosso código:
     1. Além das propriedades, os métodos de classe também são tipados e, sempre que esperarmos um retorno é bom tipar qual retorno esperamos:
        1. Código negociacao.ts:

export class Negociacao {

    private \_data: Date;

    private \_quantidade: number;

    private \_valor: number;

    constructor(data: Date, quantidade: number, valor: number) {

        this.\_data = data;

        this.\_quantidade = quantidade;

        this.\_valor = valor;

    }

    get data(): Date {

        return this.\_data;

    }

    get quantidade(): number {

        return this.\_quantidade;

    }

    get valor(): number {

        return this.\_valor;

    }

    get volume(): number {

        return this.\_quantidade \* this.\_valor;

    }

}

* + - 1. Código negociacao-controller.ts:

import { Negociacao } from "../models/negociacao.js";

export class NegociacaoController {

  private inputData: HTMLInputElement;

  private inputQuantidade: HTMLInputElement;

  private inputValor: HTMLInputElement;

  constructor() {

    this.inputData = document.querySelector('#data');

    this.inputQuantidade = document.querySelector('#quantidade');

    this.inputValor = document.querySelector('#valor');

  }

  adiciona(): void {

    const negociacao = this.criaNegociacao();

    console.log(negociacao)

  }

  criaNegociacao(): Negociacao {

    const exp = /-/g;

    const date = new Date(this.inputData.value.replace(exp, ','));

    const quantidade = parseInt(this.inputQuantidade.value);

    const valor = parseFloat(this.inputValor.value);

    return new Negociacao(date, quantidade, valor);

  }

}

* + 1. Sempre tipar os getters também. Se esperamos que o getter nos retorne um número, colocamos isso como tipo, se esperamos que o nosso método de classe retorne um construtor, devemos colocar o nome do construtor na tipagem, se esperamos que nosso método não retorne nada, colocamos void.
    2. É uma boa prática colocar o tipo de retorno esperado, se houver, logo na hora da criação do método, pois dessa forma garantimos que durante a sua escrita faremos tudo corretamente, já que o TS não deixará nada errado lá dentro.
    3. Criamos um método que cria a negociação e separamos do que apenas adiciona ela para deixar mais organizado.